Introduction

Mo's Algorithm has become pretty popular in the past few years and is now considered as a pretty standard technique in the world of Competitive Programming. This blog will describe a method to generalize Mo's algorithm to maintain information about paths between nodes in a tree.

Prerequisites

Mo's Algorithm — If you do not know this yet, read this amazing [article](http://blog.anudeep2011.com/mos-algorithm/) before continuing with this blog.

Preorder Traversal or DFS Order of the Tree.

Problem 1 — Handling Subtree Queries

Consider the following problem. You will be given a rooted Tree *T* of *N* nodes where each node is associated with a value *A*[*node*]. You need to handle *Q* queries, each comprising one integer *u*. In each query you must report the number of distinct values in the subtree rooted at *u*. In other words, if you store all the values in the subtree rooted at *u* in a set, what would be the size of this set?

Constraints

1 ≤ *N*, *Q* ≤ 105

1 ≤ *A*[*node*] ≤ 109

Solution(s)

Seems pretty simple, doesn't it? One easy way to solve this is to flatten the tree into an array by doing a Preorder traversal and then implement Mo's Algorithm. Maintain a lookup table which maintains the frequency of each value in the current window. By maintaining this, the answer can be updated easily. The complexity of this algorithm would be ![http://codeforces.com/predownloaded/f5/cf/f5cfb6d16643eaf727724300cadeb654df0f4ea1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAWCAYAAACMq7H+AAAEr0lEQVR42t2YfUyXVRTHH/ghQhgSEUKZWEaBVDikIRgwiQmYrAiXNQip5tKp2NsUs3BDeplohW9RmoZro9dFSTlrq0XMGjKqrbL6w6lzU2f5j/6RW1t9D/v+3N31Pvc+IJZyts8Gz8t97j33nO859+d5o8eqwQD4ZpjsA2vBGG+U2pVgK7gXZICpw2QiiLiYE43kR2L/BydVgA0gegTGuhokuh4ST14D8kEpJ1DA3bLZDDAfxFiekY/nKeMWgoQLXNQVYBOYpV2XedxEJhnSSBx6I5gC0kEaN/o68ChI8ftgHHgQrAZ3g0yQDRrARg5qMpnIs2CCz/2x1IznwD0M7VvBY+A1/j9cKwFthghO5vgfgJ9BuXY/CSwHX4FdoIYO97h5T3Le5720HrQYvBgFmsHbIN5w7xkw22cR48Hz4FXuqB61K0EXo3eoJtHRyqg0WQzndgB0GKJpHGiijulrWgXm6sLXDrZzUSaTnf9FfxE2HWzhB02TlEV8ZImyKdzpmmE4KZ/zjve5n8ZxJcoPgdu0+zKnep+KlqeOHcF0+tER9rLT/eBF7fpKvm8ymcBv1DTPEmlfg9eH6CDZ7ZfAfZZn5Lt3cV2HQaN2fxrT3096doW1Lgv8ypSwmeT4D2CHck104B1QZHheKt33XHyUZdx4OqlriOU3m2XfJvz3M5UiueBvWb3CJllxu+X9ZqbjoAadBHc6JnUzOAI2K9duALsp3LotBKcsehG2a8FPoFPTqjsYBX7tRpMjRWNZpcLyUQVOKHIhKfaQQwslE9732KUOBOgNysAZsES5lgv2gFRDee2kYKY6xs0Bf7CihtOoiM7v93lfov8NxwIn0omRilz0gZ0gxIiqc0T5XEa59xf40PGw2DpwnEKtlt9ug3AmMDU/NpVRzZbSSUVKxclhyyAR/rDhnce5QJvlcX6qSQtykFkhhajSMUYx+E7++IfVyaYHaUyJnVpXK2X/M0NlS6Rgb+eu2UT7C1a/OINWfc77asWVXm0bmz6bVbFJ1KP2KPujcuqazWYymgfz9E0lLE0deCMXnWMowZ8awn4cw7RDidAQWwLVadK4/s4dM5lEy5/ajjcw+jyHHtUaRF2i+l0eZpdZ2hI1CHo9VqdeS39Uxvag1qd32sNI002qZQ/HjaWAV9MhEexZeqhxflEsTe1+zjGaIi+9y2TH4kTHHvDZeLl+mmc9VzWdxyAY7CX6uKuqheigbjrIpFlJHMQUtpl0Qg0FvoCTquSRZwcroEuzngLHeDZ8BDztOHeO4eLqfJyQSscvDtBmPEEpGhyolJNewMXNYEg3sxRHWEpxm8HBak6380hSwaaulee1PL4/3nF6T2cf9x54y3CE0B0gx4kvwSfUJZMmLmIjabMQD841erM4i71JCVMpyM8e1Vx4yHLyL2FUysHxZeWwGcNdT3BEh1TWv1mdbBZOyRQ6LNFng6MdBSVcrDp8pGTIlszIuCXg82vAK9SkFdxVlzbkstJl/Ie/UdUz3UbM5lCAIwM8Kz3OWfZAew2/DPhFyPUBxx8Jk/bihYBzC2xj2fQVB4iKyTyYtrCpu9QsltpceDEGv4on6gTv8rYsdv/nNvtfqU/K+hgbRXIAAAAASUVORK5CYII=)

Note that you can also solve this in ![http://codeforces.com/predownloaded/5a/ac/5aacd2b5847ae17c98390cd30574a1fae41e41a7.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAUCAYAAACd6VPRAAAFdElEQVR42u2Y+W9UVRTHX2emi8WWSrVlkwFaiy0yVMsii4VhYowLFVERpYpoUKxFLKjRuEcNaIxGMFo3cImKcYkaFIKK5Qe3RI3GGLcf/MG4BLdE/wA9h3yeubncd99MO11+8CTf5M3ct5z9fO8Ngv/FllGCMwUXCW4UnC8oK+L7Swq5uVRwOEjmqXxWMHqQnFNSqAH9/MY5grOx+zjB24LlRfzGVMGsOFuOFJwhuESwgozYJFjiCYZmyhqCkHCsLRV0Ca4RzHYE+1TBBsFG3jPBWj9XcA+ZWTWIQVD77hNcb/z3hKDX4bQ6fHOVYL1gnLVeK7gQm9S2swSHCSrx7aIoJU4SbBWsFNSjlDphpmCn4GKHk1VOR5nSCMMaUeYXwasoYq4fI7gfY2dbjg7XHxZ8QpIMphwtmMi1Ou0VkscWtSEjeFLwl6DHCpQ+O1/wGr6ZJkixpgG7S5C2y7BD8IYnQqcJPqVETTlKsA1H+UQDe6fgJ8FCx/p5gmM9z68TfDgEQTBFW9OzVmWaMkZwueBlwXtkvyna0tZaSWf64wazu8zFwRd4FNLofUZrMkVbxeaYuTGaEtRs+FLwgFVRFShb7XlH1xAH4UScNMXTv1tptZrABwTLrPVGBrvr+QkEeFoYzV2CFymhKDlC8BE9MhR15INkjE+aCZbev0XwLQMqlMkom+hHECqpwhZ0jOr1YzG8DBKR4TmXg04QrOZ91XQH130agONJsvdxqsmkcoIFETolaP2XBXzsd5wU1yu/EeywWtHrzAyfnCKYx/Ucwc+CK4x17Z2LY97hCoKyjOuglPqNbhyTtHTcwMBXonETs02z9m6LzZWghzKixxjS23nWlhTVXcdv7RA/GL5IklgTPTbpQH9cL/aSmekYJ+jA/ENwq/Gfzoc3BZM8zyVgCeaw0+H8jtF+NAEaCgxCM0NzvnGPZvvTBCX89m1UbzlOvkXwAs5PG8MyvD/HIL6WAG+iymypJ4FLDX2+F9zM72rWKz02LSfgwW+CPXlsSHTC/w2dNDN4t2MgmVKDMmXWUDqAwRVk5qgCgpCAsu60nBjAUvbgBGVZ73JvKEorv6ZfD0RaLV+kqJ6QwTWy3/BJjjYW/CN4JKYfqyP7BPusvpszDI6SFlqEPeQ/FzxEBayI+b4ZhFqcu1/wqOO5ThhYC1m6g++YLKuvCANe91LTrf80KL/i/CyExycLIEQHOW5vjBM0c390TP+wEnwGnSxoc/yvbeI7waURlNUXhBquXUFYxYxrNRyj7a+dlrqtCDvgcoJd62CBfbTJNR5qe0glaG9+i7YQlclq8O2OljWDSkh75sEqY3iZ0sYg2xszvFztSDP8KcHzDmrcTUsId7AdBGAh2dkQDFzqoPOpiLb9J0M/rsUvw/cHL75AwcDh5JfI2qqI4bQbuhfFqNZHKFPOgNzlSQBTroQih9mXpd+bLUF1fI7decJoP91QyVY2hGMHeA6V9VRTA0RnY542bQ/PZnRYPUPpjhc0Qa/u5WNlHv7d69gnlNIXlal8QGlWRbCDrhhFw7MnDdhXgqupnCTfvYNzrbkM5R52qiY9/hg99tMu+kismgKdX4/j9rGvyjnaYRIGOS/mXQko8FqTHzdh1FIo3uIY1mPOiy2WMkl2gq3w5mYy35YKy2GB5+xpJhU3wwroeAZcOzaY7SmDoXPYHKZ51yLmRE8/jrkzhl2TIyqqKo9WFNLppmJs78fBrqYGI0/WkSAu6aSKh0sOOTsaqHSwA06OsCDMYqPWRiWGp8JTOL9aOUx61XHe1lDMl1awhW/Pg+8PtWSoiNUwtU7mUC5wH70PtlRygpAdjJfXwLTGjMC2VIJek8jC1DDqMp2Z9F+y/gvXL+HFX9U17AAAAABJRU5ErkJggg==) by maintaining a set in each node and merging the smaller set into the larger ones.

Problem 2 — Handling Path Queries

Now let's modify Problem 1 a little. Instead of computing the number of distinct values in a subtree, compute the number of distinct values in the unique path from *u* to *v*. I recommend you to pause here and try solving the problem for a while. The constraints of this problem are the same as Problem 1.

The Issue

An important reason why Problem (1) worked beautifully was because the dfs-order traversal made it possible to represent any subtree as a contiguous range in an array. Thus the problem was reduced to "finding number of distinct values in a subarray [*L*, *R*] of *A*[]. Note that it is not possible to do so for path queries, as nodes which are *O*(*N*) distance apart in the tree might be *O*(1) distance apart in the flattened tree (represented by Array *A*[]). So doing a normal dfs-order would not work out.

Observation(s)

Let a node *u* have *k* children. Let us number them as *v*1,*v*2...*vk*. Let *S*(*u*) denote the subtree rooted at *u*.

Let us assume that *dfs*() will visit *u*'*s* children in the order *v*1,*v*2...*vk*. Let *x* be any node in *S*(*vi*) and *y* be any node in *S*(*vj*) and let *i* < *j*. Notice that *dfs*(*y*) will be called only after *dfs*(*x*) has been completed and *S*(*x*) has been explored. Thus, before we call *dfs*(*y*), we would have entered and exited *S*(*x*). We will exploit this seemingly obvious property of *dfs*() to modify our existing algorithm and try to represent each query as a contiguous range in a flattened array.

Modified DFS-Order

Let us modify the dfs order as follows. For each node *u*, maintain the Start and End time of *S*(*u*). Let's call them *ST*(*u*) and *EN*(*u*). The only change you need to make is that you must increment the global timekeeping variable even when you finish traversing some subtree (*EN*(*u*) = ++*cur*). In short, we will maintain 2 values for each node *u*. One will denote the time when you entered *S*(*u*) and the other would denote the time when you exited *S*(*u*). Consider the tree in the picture. Given below are the *ST*() and *EN*() values of the nodes.
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*ST*(1) = 1 *EN*(1) = 18

*ST*(2) = 2 *EN*(2) = 11

*ST*(3) = 3 *EN*(3) = 6

*ST*(4) = 4 *EN*(4) = 5

*ST*(5) = 7 *EN*(5) = 10

*ST*(6) = 8 *EN*(6) = 9

*ST*(7) = 12 *EN*(7) = 17

*ST*(8) = 13 *EN*(8) = 14

*ST*(9) = 15 *EN*(9) = 16

*A*[] = {1, 2, 3, 4, 4, 3, 5, 6, 6, 5, 2, 7, 8, 8, 9, 9, 7, 1}

The Algorithm

Now that we're equipped with the necessary weapons, let's understand how to process the queries.

Let a query be (*u*, *v*). We will try to map each query to a range in the flattened array. Let *ST*(*u*) ≤ *ST*(*v*) where *ST*(*u*) denotes visit time of node *u* in *T*. Let *P* = *LCA*(*u*, *v*) denote the lowest common ancestor of nodes *u* and *v*. There are 2 possible cases:

*Case* 1: *P* = *u*

In this case, our query range would be [*ST*(*u*), *ST*(*v*)]. Why will this work?

Consider any node *x* that does not lie in the (*u*, *v*) path.  
Notice that *x* occurs twice or zero times in our specified query range.   
Therefore, the nodes which occur exactly once in this range are precisely those that are on the (*u*, *v*) path! (Try to convince yourself of why this is true : It's all because of *dfs*() properties.)

This forms the crux of our algorithm. While implementing Mo's, our add/remove function needs to check the number of times a particular node appears in a range. If it occurs twice (or zero times), then we don't take it's value into account! This can be easily implemented while moving the left and right pointers.

*Case* 2: *P* ≠ *u*

In this case, our query range would be [*EN*(*u*), *ST*(*v*)] + [*ST*(*P*), *ST*(*P*)].

The same logic as Case 1 applies here as well. The only difference is that we need to consider the value of *P* i.e the LCA separately, as it would not be counted in the query range.

This same problem is available on [SPOJ](http://www.spoj.com/problems/COT2/).

If you aren't sure about some elements of this algorithm, take a look at this neat [code](http://ideone.com/6NVoPD).

Conclusion

We have effectively managed to reduce problem (2) to number of distinct values in a subarray by doing some careful bookkeeping. Now we can solve the problem in **O ( Q sqrt(N))**  This modified DFS order works brilliantly to handle any type path queries and works well with Mo's algo. We can use a similar approach to solve many types of path query problems.

For example, consider the question of finding number of inversions in a (*u*, *v*) path in a Tree *T*, where each node has a value associated with it. This can now be solved in ![http://codeforces.com/predownloaded/1a/12/1a1240cdd2f8ebef08a0237629921167f1d6a02f.png](data:image/png;base64,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) by using the above technique and maintaining a BIT or Segment Tree.

Sample Problems

1) [Count on a Tree II](http://www.spoj.com/problems/COT2/)   
2) [Frank Sinatra — Problem F](http://codeforces.com/gym/100962/attachments/download/4255/20152016-petrozavodsk-winter-training-camp-moscow-su-trinity-contest-en.pdf)   
3) [Vasya and Little Bear](https://www.codechef.com/ALKH2016/problems/VLB)